Guía Nº6

**Lenguaje C: Archivos, Recursión y Memoria Dinámica**

1. **ARCHIVOS.**

Escriba un programa en C que lea un mapa de video juego (en formato texto) de nombre *landofwar.map* y lo almacene en una matriz de enteros llamada *mapa*. La primera y segunda fila del archivo contiene el alto y el ancho respectivamente. Luego viene el contenido del mapa. Los caracteres del mapa tienen un significado:

* W: Agua (Obstáculo)
* T: Árbol (Obstáculo)
* F: Terreno Libre

Cada celda de la matriz *mapa* debe contener un **1**, si la posición es un obstáculo o un **0** si es terreno libre.

Un ejemplo de archivo y la matriz resultante es éste:

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Contenido Archivo: |  | Contenido Matriz: | | | | | |  |
| 3  4  TFFW  TTFW  FFFW |  |  | 0 | 1 | 2 | 3 |  | | |
|  | 0 | **1** | **0** | **0** | **1** |  | | |
|  | 1 | **1** | **1** | **0** | **1** |  | | |
|  | 2 | **0** | **0** | **0** | **1** |  | | |

|  |  |
| --- | --- |
|  | #include <stdio.h>  #include <stdlib.h>  #define maxalto 100  #define maxancho 100  int mapa[maxalto][maxancho];  int main()  {    return 0;  } |

1. **RECURSIÓN.**

**Ejercicio 1.**

Dado la siguiente función en C:

|  |
| --- |
| **int XXX(int \*A, int b, int c, int d)**  **{**  **if (c == b)**  **return d;**  **else**  **{**  **if (A[c] < d)**  **return XXX(A, b, c+1, A[c]);**  **else**  **return XXX(A, b, c+1, d);**  **}**  **}** |

Suponga que se llama a esta función desde main con los siguientes valores:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **A** | **=** | **20** | **32** | **5** | **1** | **8** |
|  |  | **0** | **1** | **2** | **3** | **4** |

b = 5

c = 1

d = A[0]

Responda:

1. ¿Qué retorna la función con estos valores en sus parámetros de entrada?
2. Si el arreglo A estuviera ordenado en forma ascendente, cuántas veces se llamaría a la función **XXX**?

**Ejercicio 2.**

Dado la siguiente función en C:

|  |
| --- |
| **int YYY(int \*A, int b, int c, int d)**  **{**  **int x;**  **if (c > b)**  **return -1;**  **x (b+c)/2;**  **if (A[x] == d)**  **return x;**  **else**  **{**  **if (d < A[x])**  **return YYY(A, b, x-1, d);**  **else**  **return YYY(A, x+1, c, d);**  **}**  **}** |

Suponga que se llama a esta función desde main con los siguientes valores:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **A** | **=** | **1** | **10** | **50** | **201** | **263** |
|  |  | **0** | **1** | **2** | **3** | **4** |

b = 0

c = 4

d = 10

Responda:

1. ¿Qué retorna la función con estos valores en sus parámetros de entrada?
2. Y ¿Qué retorna la función si d = 10?

**Ejercicio 3.**

Considere el siguiente programa que posee a la función recursiva “**XXXX**”, y marque la alternativa correcta:

|  |
| --- |
| **#include <stdio.h>**  **#include <stdlib.h>**  **int XXXX(int \*A, int n, int b, int c)**  **{**  **if (b == n)**  **return c;**  **else**  **{**  **if (A[b] > c)**  **return XXXX(A, n, b+1, A[b]);**  **else**  **return XXXX(A, n, b+1, c);**  **}**  **}**  **int main()**  **{**  **int \*A, res, n;**  **printf("\nIngrese el tamanno del arreglo: ");**  **scanf("%d", &n);**  **A = (int \*)malloc(n \* sizeof(int));**  **LlenaArreglo(A, n); //El usuario ingresa los valores al arreglo A.**  **res = XXXX(A, n, 1, A[0]);**  **printf("\n\nEl resultado es: %d\n", res);**  **free(A);**  **}** |

* + - ¿Qué hace la función recursiva **XXXX**?
  1. Replica el valor que está en la posición 0 del arreglo A, al resto de las posiciones.
  2. Calcula la cantidad de elementos mayores al número que está en la posición 0.
  3. Suma los elementos del arreglo entre las posiciones b y c.
  4. Retorna el mayor valor que posee el arreglo A.
  5. N.A.
* Si se ejecuta la función recursiva **XXXX**, considerando la llamada desde main, ¿Cuántas veces se ejecuta el algoritmo **XXXX**, si el arreglo A posee los enteros: <200,40,82,-1,57,1000,32>?

1. 5 veces
2. 6 veces
3. 7 veces
4. 8 veces
5. N.A.

* Si se ejecuta la función recursiva **XXXX**, y el arreglo A posee los enteros: <8000,200,40,82,7435,57,134,853,246,373,1000,32,20232,3446,12,-10000,0,43>, que se imprime por pantalla?
  1. El resultado es: 20232
  2. El resultado es: 0
  3. El resultado es: 8000
  4. No se puede determinar pues no se conocen los valores de ***b*** ni de ***c***.
  5. N.A.

**Ejercicio 4.**

Considere la siguiente función recursiva “**F1**” y responda solo en el espacio entregado (*Prueba*).

|  |
| --- |
| **int F1(int n)** /\*n debe ser mayor a 0\*/  **{**  **if (n < 10)**  **return 1;**  **else**  **return 1 + F1(n/10);**  **}** |

|  |  |
| --- | --- |
| 1. ¿Qué retornaría la función **F1** si recibe como parámetro a ***n*** = 15? | **R:** |
| 1. ¿Qué retornaría la función **F1** si recibe como parámetro a ***n*** = 94871? | **R:** |
| 1. ¿Cuántas veces se ejecutaría la función **F1** recibe como parámetro a ***n*** = 94872341? | **R:** |
| 1. ¿Qué cálculo realiza la **F1**? | **R:** |

**Ejercicio 5.**

Complete las líneas que aparecen en los siguientes códigos, para lograr que cada programa realice la tarea que se indica: (*Prueba*)

1. Que imprima por pantalla la suma de los elementos de un arreglo de números con decimales, llenado por el usuario.

|  |
| --- |
| **float SumaArreglo(float \*A, int n, int pos){**  **if (pos >= n)**  **return 0;**  **else**  **return \_\_\_\_\_\_\_ + SumaArreglo(A, n, \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_);**  **}** |
| **int main()**  **{**  **float \*A;**  **int n;**  **/\*En esta parte del main se le pide al usuario el tamaño del arreglo, se reserva memoria para crearlo, y se le pide al usuario que lo llene \*/**    **printf("\nLa suma es: %.1f", SumaArreglo(A, n, 0));**  **return 0;**  **}** |

1. Que imprima por pantalla si un número entero ingresado por el usuario está o no en una matriz de enteros también llenada por el usuario.

|  |
| --- |
| **int BuscaMatriz(int \*\*Matriz, int m, int n, int valor, int i, int j)**  **{**  **if (i == m)**  **return 0;**  **if (j == n)**  **return BuscaMatriz(Matriz, m, n, valor, i+1, 1);**  **if (\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_)**  **return 1;**  **else**  **return BuscaMatriz(Matriz, m, n, valor, \_\_\_\_\_\_\_\_, \_\_\_\_\_\_\_\_);**  **}** |
| **int main()**  **{**  **int \*\*Matriz, m, n, i, valor, resp;**  **/\*En esta parte del main se le pide al usuario las dimensiones de la matriz, se reserva memoria para crearla, y se le pide al usuario que llene la matriz.\*/**  **printf("Ingrese el numero que desea buscar: ");**  **scanf("%d", &valor);**  **resp = BuscaMatriz(Matriz, m, n, valor, 0, 0);**  **if (resp)**  **printf("\nEl elemento SI esta en la Matriz.");**  **else**  **printf("\nEl elemento NO esta en la Matriz.");**  **printf("\n\n");**  **return 0;**  **}** |

**Ejercicio 6.**

A continuación, aparece un programa cuyo objetivo es pedirle al usuario un número, y mostrarle el número invertido. (Asuma que el usuario siempre ingresará valores no negativos).

Para esto, el programa posee tres funciones recursivas:

* “**numDigitos**”: recibe un entero y entrega el número de dígitos que posee.
* “**potencia10**”: recibe un entero y calcula 10 elevado a ese entero. Es equivalente a: **pow(10, exp)**.
* “**InvierteNumero**”: recibe un entero y entrega el número invertido.

Se pide: **Complete las líneas que se muestran a continuación**, para que cada una de las funciones descritas, y el programa completo, cumplan con su objetivo.

|  |
| --- |
| #include <stdio.h>  int **numDigitos**(int n)  {  if (n<10)  return 1;  else  return \_\_\_\_\_\_\_\_\_ + **numDigitos**(n \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_);  }  int **potencia10**(int exp)  {  if (exp == 0)  return ;  else  return \_\_\_\_\_\_\_ \* \_\_\_\_\_ ;  }  int **InvierteNumero**(int n)  {  int largo;  largo = numDigitos(n);  if (n < 10)  return n;  else  return n/potencia10(largo-1) + 10\***InvierteNumero**(n%\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_);  }  int main()  {  int n;  printf("\nIngrese un numero: ");  scanf("%d", &n);  printf("\nEl numero invertido es: %d", InvierteNumero(n));  return 0;  } |

**Ejercicio 7.**

Construya una función **recursiva** en C que retorne la cantidad de divisores que posee un número ***n*** (recibido como parámetro).

**Ejercicio 8.**

Escribir una función recursiva que indique la cantidad de dígitos que posee un número entero.

**Ejercicio 9.**

Escribir una función recursiva que sume los dígitos que posee un número entero.

1. **PUNTEROS.**

**Ejercicio 1.**

A partir del siguiente código, responda:

|  |  |
| --- | --- |
|  | #include <stdio.h> |
|  | void **Funcion1**(int \*a, int \*b, int \*c)  {  \*a = \*b + \*c;  b++;  c--;  } |
|  | void **Funcion2**(int \*a, int \*b, int \*c)  {  int temp;  a++; b++; c++;  temp = \*a;  \*a = \*b;  \*b = \*c;  \*c = temp;  } |
|  | int main()  {  int x=100, y=200, z=300, i, n=6;  int \*p1, \*p2, \*p3, \*arr;  p1 = &x;  p2 = &y;  p3 = &z; |
|  | Funcion1(p1, p2, p3); |
| **(1)** | **printf("\nx:%d y:%d z:%d", x, y, z);** |
|  | arr = (int \*)malloc(n\*sizeof(int));  for(i=0;i<n;i++)  \*(arr+i) =(i+1)\*10; |
| **(2)** | for(i=0;i<n;i++)  **printf("%3d", arr[i]);** |
|  | Funcion2(&arr[0], arr+2, arr+4); |
| **(3)** | for(i=0;i<n;i++) |
| **printf("%3d", arr[i]);** |
|  | return 0;  } |

1. ¿Qué imprime por pantalla el “**printf**” señalado como **(1)**?

|  |
| --- |
|  |

1. ¿Qué imprime por pantalla las instrucciones agrupadas como **(2)**?

|  |
| --- |
|  |

1. ¿Qué imprime por pantalla las instrucciones agrupadas como **(3)**?

|  |
| --- |
|  |

**Ejercicio 2.**

Considere el siguiente código en C, y suponga que las variables declaradas en el programa, se crearon en la Memoria Principal (RAM), como muestra la figura de la derecha.

|  |  |  |
| --- | --- | --- |
|  |  | **RAM** |
| **aux** | **1** |  |
|  | **2** |  |
| **cont** | **3** |  |
|  | **4** |  |
| **p** | **5** |  |
|  | **6** |  |
| **q** | **7** |  |
|  | **8** |  |
| **r** | **9** |  |
|  | **10** |  |
|  | **11** |  |

|  |  |
| --- | --- |
|  | #include <stdio.h>  #include <stdlib.h>  int main()  {  int aux, cont;  int \*p, \*q, \*r; |
| **1** | aux = 0; |
| **2** | cont = 1; |
| **3** | q = (int \*)malloc(sizeof(int)); |
| **4** | p = &aux; |
| **5** | aux = 20; |
| **6** | r = &cont; |
| **7** | aux = cont; |
| **8** | \*q = 50; |
| **9** | r = q; |
| **10** | q = p; |
| **11** | r = q |
| **12** | printf("\n\*p: %d, \*q: %d, \*r: %d", \*p, \*q, \*r); |
| **13** | printf("\np: %p, q: %p, r: %p", p, q, r); |
|  | printf("\n");  return 0;  } |
|  |  |

1. Complete la siguiente tabla:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Línea** | **aux** | **cont** | **p** | **q** | **r** | **\*(dir 11)** |
| **1** |  |  |  |  |  |  |
| **2** |  |  |  |  |  |  |
| **3** |  |  |  | **11** |  |  |
| **4** |  |  |  |  |  |  |
| **5** |  |  |  |  |  |  |
| **6** |  |  |  |  |  |  |
| **7** |  |  |  |  |  |  |
| **8** |  |  |  |  |  |  |
| **9** |  |  |  |  |  |  |
| **10** |  |  |  |  |  |  |
| **11** |  |  |  |  |  |  |

1. Señale qué imprime la línea 12 del código:

|  |
| --- |
|  |

1. Señale qué imprime la línea 13 del código:

|  |
| --- |
|  |

**Ejercicio 3.**

Dado la siguiente función en C:

|  |
| --- |
| **int main()**  **{**  **int a, b, \*c, \*d, e[5], f[5], i;**    **for(i=0;i<5;i++)**  **{**  **e[i] = i;**  **f[i] = 10 - i;**  **}**  **c = &a;**  **d = &b;**  **return 0;**  **}** |

Indique cuál es el resultado de las siguientes expresiones, considerando que el resultado de una NO INFLUYE en la siguiente expresión: ´

1. **\*c = \*d;**
2. **\*d = 8;**
3. **\*(e+3) = b;**
4. **d = f;**

**\*d = 5;**

1. **d = &f[2];**

**\*(d+1) = 4;**

**Ejercicio 4.**

Escribir un programa que imprima cada uno de los elementos de un arreglo dos dimensional utilizando un puntero para acceder a los mismos, en lugar de utilizar subíndices. Utilizar el siguiente arreglo y los punteros indicados abajo:

**int dos\_vector[3][4] = {{1, 2, 3, 4}, {5, 6, 7, 8}, {9, 10, 11, 12}};**

**int \*dos\_ptr;**

**int (\*ptr2vector)[4];**

**int fila, col;**

**Ejercicio 5.**

Indique qué se imprime por pantalla en cada “printf” del siguiente extracto de código:

|  |
| --- |
| **int y, \*ip; y = 12;**  **printf(“\nValor de y %d, de ip %d”, y, ip); /\*sin asignar ip \*/**  **ip = &y; \*ip = \*ip + 10; printf(“\nValor de y %d, de \*ip %d y de ip %d”, y, \*ip, ip);**  **y = \*ip + 10; printf(“\nValor de y %d, de \*ip %d”, y, \*ip);**  **\*ip += 1; printf(“\nValor de y %d, de \*ip %d”, y, \*ip);** |

**Ejercicio 6.** Considere el siguiente código en C, y suponga que las variables declaradas en el programa, se crearon en la Memoria Principal (RAM), como muestra la figura de la derecha.

|  |  |  |
| --- | --- | --- |
|  |  | **RAM** |
| **aux** | **1** |  |
|  | **2** |  |
| **cont** | **3** |  |
|  | **4** |  |
| **p** | **5** |  |
|  | **6** |  |
| **q** | **7** |  |
|  | **8** |  |
| **r** | **9** |  |
|  | **10** |  |
|  | **11** |  |

|  |  |
| --- | --- |
|  | #include <stdio.h>  #include <stdlib.h>  int main()  {  int aux, cont;  int \*p, \*q, \*r; |
| **1** | aux = 0; |
| **2** | cont = 1; |
| **3** | q = (int \*)malloc(sizeof(int)); |
| **4** | p = &aux; |
| **5** | aux = 20; |
| **6** | r = &cont; |
| **7** | aux = cont; |
| **8** | \*q = 50; |
| **9** | r = q; |
| **10** | q = p; |
| **11** | r = q |
| **12** | printf("\n\*p: %d, \*q: %d, \*r: %d", \*p, \*q, \*r); |
| **13** | printf("\np: %p, q: %p, r: %p", p, q, r); |
|  | printf("\n");  return 0;  } |
|  |  |

Complete la siguiente tabla:

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| **Línea** | **aux** | **cont** | **p** | **q** | **r** | **\*(dir 11)** |
| **1** |  |  |  |  |  |  |
| **2** |  |  |  |  |  |  |
| **3** |  |  |  | **11** |  |  |
| **4** |  |  |  |  |  |  |
| **5** |  |  |  |  |  |  |
| **6** |  |  |  |  |  |  |
| **7** |  |  |  |  |  |  |
| **8** |  |  |  |  |  |  |
| **9** |  |  |  |  |  |  |
| **10** |  |  |  |  |  |  |
| **11** |  |  |  |  |  |  |

1. Señale qué imprime la línea 12 del código.
2. Señale qué imprime la línea 13 del código.

**Ejercicio 7.** Considere el siguiente programa en C. Bajo él, aparece un esquema de la Memoria Principal (RAM): En ella se señala dónde se creó cada variable.

**Se pide:**

Complete la tabla de abajo, que representa a la RAM cuando se ejecuta el programa entregado.

Fíjese que cada columna corresponde a la ejecución de una línea de código (señalada al final de cada columna).

|  |  |
| --- | --- |
|  | #include <stdio.h>  #include <stdlib.h>  #define MAX 4  int main()  {  int a, b, \*p, \*q, \*r, \*t; |
| **1** | a = 15; |
| **2** | b = 35; |
| **3** | p = (int \*)malloc(MAX\*sizeof(int)); |
| **4** | q = &a; |
| **5** | r = q; |
| **6** | \*q = 10; |
| **7** | t = r; |
| **8** | \*t = 5; |
| **9** | \*r = 0; |
| **10** | \*p = b; |
| **11** | \*(p+1) = \*q; |
| **12** | \*(p+2) = \*r; |
| **13** | \*(p+3) = \*t; |
| **14** | printf("%d,%d,%d,%d,%d,%d,%d",  \*p,\*(p+1),\*(p+2),\*(p+3),\*q,\*r,\*t); |
|  | printf("\n");  return 0;  } |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Variables**  **↓** | **Dir**  **↓** | **RAM** | | | | | | | | | | | | |
| **a** | **1** |  |  |  |  |  |  |  |  |  |  |  |  |  |
| **b** | **2** |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  | **3** |  |  |  |  |  |  |  |  |  |  |  |  |  |
| **p** | **4** |  |  | **9** |  |  |  |  |  |  |  |  |  |  |
| **q** | **5** |  |  |  |  |  |  |  |  |  |  |  |  |  |
| **r** | **6** |  |  |  |  |  |  |  |  |  |  |  |  |  |
| **t** | **7** |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  | **8** |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  | **9** |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  | **10** |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  | **11** |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  | **12** |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  | **13** |  |  |  |  |  |  |  |  |  |  |  |  |  |
| **Línea del Código →** | | **1** | **2** | **3** | **4** | **5** | **6** | **7** | **8** | **9** | **10** | **11** | **12** | **13** |

* + - 1. Señale qué imprime la línea 14 del código.

**Ejercicio 8.**

Considere el siguiente programa en C. A la derecha encontrará un esquema de la RAM donde quedaron las variables definidas al ejecutarlo.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  | #include <stdio.h> |  |  | **dir** | **RAM** |
|  |  |  |  | **0** |  |
|  | int main() |  | **P** | **1** |  |
|  | { |  |  | **2** |  |
|  | int **P**=100, **Q**=200, **R**=300; |  | **Q** | **3** |  |
|  | int \***p1**, \***p2**, \***p3**; |  |  | **4** |  |
|  |  |  | **R** | **5** |  |
| **1** | printf("\n0. %X %X %X", &**P**, &**Q**, &**R**); |  |  | **6** |  |
| **2** | printf("\n1. %X %X %X", &**p1**, &**p2**, &**p3**); |  |  | **7** |  |
| **3** | **p1** = &**P**; |  |  | **8** |  |
| **4** | **p2** = (int \*)malloc(sizeof(int)); |  |  | **9** |  |
| **5** | **p3** = (int \*)malloc(sizeof(int)); |  |  | **A** |  |
| **6** | \***p2** = **Q**; |  |  | **B** |  |
| **7** | \***p3** = **R**; |  |  | **C** |  |
| **8** | printf("\n2. %X %X %X", &**p1**, &**p2**, &**p3**); |  | **p1** | **D** |  |
| **9** | printf("\n3. %X %X %X", **p1**, **p2**, **p3**); |  |  | **E** |  |
| **10** | printf("\n4. %d %d %d", \***p1**, \***p2**, \***p3**); |  |  | **F** |  |
| **11** | (\***p1**)++; |  | **p2** | **10** |  |
| **12** | (\***p2**)++; |  |  | **11** |  |
| **13** | (\***p3**)++; |  |  | **12** |  |
| **14** | printf("\n5. %d %d %d", \***p1**, \***p2**, \***p3**); |  | **p3** | **13** |  |
| **15** | printf("\n6. %d %d %d", **P**, **Q**, **R**); |  |  | **14** |  |
| **16** | printf("\n7. %X %X %X", **p1**, **p2**, **p3**); |  |  | **15** |  |
|  | return 0; |  |  |  |  |
|  | } |  |  |  |  |

1. Complete la siguiente tabla:

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **Línea de Código** | **A** | **B** | **C** | **p1** | **p2** | **p3** | **\*p1** | **\*p2** | **\*p3** |
| **3** |  |  |  |  |  |  |  |  |  |
| **4** |  |  |  |  | **8** |  |  |  |  |
| **5** |  |  |  |  |  | **A** |  |  |  |
| **6** |  |  |  |  |  |  |  |  |  |
| **7** |  |  |  |  |  |  |  |  |  |
| **11** |  |  |  |  |  |  |  |  |  |
| **12** |  |  |  |  |  |  |  |  |  |
| **13** |  |  |  |  |  |  |  |  |  |

1. Señale qué se imprime en las líneas de código mencionadas abajo:

|  |  |
| --- | --- |
| **Línea de Código** | **¿Qué se imprime por pantalla?** |
| **1** | **0.** |
| **2** | **1.** |
| **8** | **2.** |
| **9** | **3.** |
| **10** | **4.** |
| **14** | **5.** |
| **15** | **6.** |
| **16** | **7.** |

**Ejercicio 9.**

Considere el siguiente programa en C y responda las preguntas de la derecha. Sólo use ese espacio.

|  |  |  |  |
| --- | --- | --- | --- |
|  | #include <stdio.h> |  | 1. Si MAX es 8, ¿Qué se imprime en la línea 4? |
|  | int main() { |  |  |
|  | int A[MAX], i, \*ptro1, \*ptro2, \*ptro3; |  |  |
|  |  |  |  |
| **1** | for(i=0;i<MAX; i++) |  |  |
| **2** | A[i] = 2\*i; |  |  |
| **3** | for(i=0;i<MAX; i++) |  | 1. Si MAX es 2000 y se acaba de ejecutar la línea 6, ¿Qué valor posee \*ptro2? |
| **4** | printf("%d\t", A[i]); |  |
| **5** | ptro1 = A; |  |  |
| **6** | ptro2 = &A[MAX-1]; |  |  |
| **7** | ptro3 = (int \*)malloc(sizeof(int)); |  |  |
| **8** | for(i=0;i<MAX/2; i++) |  |  |
| **9** | { |  | 1. Si MAX es 1000000 y se acaba de ejecutar la línea 5, ¿&ptro1 == &ptro2?(Responda sólo SI o NO) |
| **10** | \*(ptro3) = \*(ptro1+i); |  |  |
| **11** | \*(ptro1+i) = \*(ptro2 - i); |  |  |
| **12** | \*(ptro2 - i) = \*(ptro3); |  |  |
| **13** | } |  |  |
| **14** | for(i=0;i<MAX; i++) |  | 1. Si MAX = 8, ¿Qué se imprime en la línea 15? |
| **15** | printf("%d\t", A[i]); |  |  |
| **16** |  |  |  |
|  | return 0; |  |  |
|  | } |  |  |